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ABSTRACT
Owing to the many uncertainties involved, the management of container yard operations is very challenging. The storage of containers is one of those operations that require proper management to achieve efficient utilisation of the yard, short handling time and a minimum number of re-handlings. The aim of this study is to develop a fuzzy knowledge based optimisation system based on genetic algorithm named ‘FKBGA’ for the management of container yard operations that take into consideration factors and constraints of long stay containers that exist in real-life situations. One of these factors is the duration of stay of a container in each stack. Because the duration of stay of containers stored with pre-existing containers varies dynamically over time, an ‘ON/OFF’ strategy is proposed to activate or deactivate the duration of stay factor in the estimation of departure time if the topmost containers for each stack have been stored for a similar time period. A genetic algorithm module based Multi-Layer concept is developed which identifies the optimal fuzzy rules required for each set of fired rules to achieve a minimum number of container re-handlings when selecting a stack. An industrial case study is used to demonstrate the applicability and practicability of the developed system. The proposed system has the potential to produce more effective storage and retrieval strategies, by reducing the number of re-handlings of containers. The performance of the proposed system is assessed by comparing with other Constrained-Probabilistic Stack Allocation “CPSA” and Constrained-Neighbourhood Stack Allocation “CNSA” storage and retrieval techniques.

1. Introduction

As a result of globalisation and economic growth, the need for container transportation has become very significant, and consequently leads to competition between container terminals. Thus, efficient handling operations in container terminals are becoming increasingly important as in [35]. As most of the terminal operations are concerned with the storage and movement of containers in or out of the yard, the efficiency of these operations is a very important issue as mentioned in [8].
One of the most complex tasks in the management of container yards is the storage operation of import containers. This is because the arrival of a truck to pick up the container is random, so the departure time of the container is unknown. Storing an import container on the top of another which is due to go out of the yard first can lead to unnecessary handling by the yard cranes which is a costly and time-consuming operation as defined in [34].

Several techniques have been developed for import container storage operation in yards with an unknown departure time for short duration of stay such as the segregation and non-segregation strategies discussed in [10], and a fuzzy logic based rule model [29]. However, there is still a lack of advanced optimisation systems for the storage of import containers that would stay for long duration given their unpredictable departure behaviour. These containers could stay for long duration of stay in yards due to that their customers do not have enough storage facilities. These systems will assist the planners of terminal operations to achieve the most efficient allocation of containers which will eventually contribute to a much reduced total number of re-handlings, reducing the re-handling times and consequently improving the management productivity of the overall yard operations.

This study presents an innovative fuzzy knowledge-based optimisation system for the management of import container yard operations especially when containers stay for long duration, which will cause a disruption in the storage plan of the import containers. It considers real-life factors and constraints that have an effect on the storage operation of import containers. These factors include the number of containers per stack, and the duration of stay of the topmost container of the stack. The constraints of the proposed system include weight (full or empty), size, and type of containers. In addition, the fuzzy knowledge based optimisation system is developed to optimise the fuzzy rules that are contributing to the storage and retrieval operations of import containers.

The remainder of this paper is structured as follows: previous work is presented in Section 2 and Section 3 defines the container yard operations problem. The research methodology is discussed in Section 4. Section 5 describes the experiments and results analysis. A comparison study with other approaches is illustrated in Section 6 and Section 7 concludes the research.

2. Literature review

In this section, most of the existing approaches for solving the storage/stacking problems for containers with an unknown departure time are discussed. To solve this problem, Ries et al. [29] used a fuzzy logic based rule model which reduced the relocation ratio. A set of criteria was considered in the model which included: the distance from the block to the gate, the block utilisation, the stack height, and the difference in the estimated dispatch time between the newly arrived and topmost containers in the stack. The containers arrived every 5 minutes and departed randomly within a simulated time of 0 to 500 minutes. Ayachi et al. [3] proposed a Genetic Algorithm model to optimise positions of containers of different types with random delivery dates. The objective of the proposed model was to identify an optimal storage operation for containers with a short duration of stay to reduce the number of re-handlings and increase the likelihood of meeting the customer delivery deadline. Another genetic algorithm model was developed by Ayachi et al. [4] for optimising the storage-space allocation for import and export containers. The objective of the model was to minimise the re-handling operations and to organise efficiently containers with a short duration of stay in the available storage space. Junqueira et al. [15] studied the problem of storage space assignment for containers by developing a simulation-based genetic algorithm to optimise storage rules for containers with a short duration of stay. The purpose of the algorithm was to reduce unnecessary movement of containers. Huynh [12] introduced two stacking methods, mixed and non-mixed, to solve the storage operation problem, which controlled whether or not newly arrived containers were stacked on top of existing containers. These methods were introduced to evaluate the effect of short container duration of stay on storage policies based on a number of criteria, such as imported throughput, storage density, and re-handling productivity. Lawrence and Chwan-Kai [22] compared ordered and random stacking strategies for the assignment of the correct slot for 150 containers with a short duration of stay in the yard. The method used techniques which simulated the stacking of containers having both known and unknown departure times in both single and twin storage areas. The aim of the comparison was to
establish the number of unproductive movements of containers for each strategy. Ozcan and Eliiyi [26] proposed a reward-based algorithm for solving the outbound container stacking problem for containers with a duration of stay of a few days. The aim of the algorithm was to minimise the number of re-handlings of containers and the travelling time for cranes in the yard. The distance between the containers and the closest gantry crane, gantry crane workload, number of stacked containers in neighbourhood bays, and the current height of the stacks at the storage area were considered. Different sizes, weights, types, expected departure time (EDT) and ports of destination (PoD) for containers were also taken into account. A heuristic algorithm for the dynamic remarshalling of inbound and outbound containers was presented in [5]. In the event of a change to the expected departure time for a container, this algorithm tried to assign the container to a different location taking into account the new departure time. The objective of this heuristic was to find an optimal container storage plan which respected the departure time and reduced the re-handling of containers when the duration of stay was short. Tang et al. [32] studied the stacking of containers in both a static and dynamic environment. These problems were studied to minimise the number of container re-handlings where the duration of stay was short. For the static environment re-handling problem, an improved model was formulated and a number of effective heuristics and extensions were developed and their performance analysed. For the dynamic environment re-handling problem with continual arrivals and retrievals of containers, the different heuristics of the static environment were applied and tested, and a simulation model was developed with an animation function to show the stacking, retrieving and re-handling operations. Park et al. [27] suggested an online search algorithm for improving the container stacking operation when their duration of stay was a week. This algorithm was used to reduce the re-handling and retrieval time for containers, which were grouped according to size or weight. Zehendner [41] introduced an algorithm with performance guarantee for the Online Container Relocation Problem (OCRP) where the retrieval sequence of containers is revealed over time. The algorithm aimed to minimise the number of relocations of containers with a short duration of stay in the yard. A so-called levelling heuristic using the perspective of worst-case competitive analysis of online algorithms and derive its competitive ratio. Some computational experiments were provided which gave insights on the actual average performance of the heuristic. Although the number of containers per stack was considered by the algorithm, however, duration of stay was not considered. Jin et al. [14] developed an intelligent neural network based on fuzzy-logic for scheduling container yard operations to improve storage of containers. The aim of the model was to reduce the total operation time. This model included system status evaluation, operation rule and stack height regulation, and operation scheduling for container duration of stay of a few days. Liu et al. [23] introduced a fuzzy based optimisation model for optimising the storage space allocation process. The purpose of the model was firstly to minimise the unbalanced workloads between yard blocks and secondly to minimise the number of blocks to which the same group of containers were split in the yard. The model considered containers with an unknown departure time, as well as the storage of different groups of containers in the same block and stack. A mathematical model was proposed in [36] to reduce the number of reservations (i.e. clusters) for each export container group when allocating storage space for containers where the duration of stay was less than a week. In this work, two principals were considered for the allocation of space. The first principle was that containers in the same group should be stored close together (i.e. in the same bay). By grouping containers in the same bay, the yard crane travel distance could be minimised. The second principle was that different groups of containers could not be mixed in the same stack. Researchers [10] used mathematical functions to analyse both segregation and non-segregation strategies for the container storage problem. The main aim was to reduce the handling effort for containers when their duration of stay was based on the number of ship arrivals. In the segregation strategy, cargoes from different ships were separated, while in the non-segregation strategy, containers from different ships were stacked together. Kim and Kim [19] further improved on the segregation strategy proposed in [10] by using mathematical difference equations.

This method considered constant, cyclic, and dynamic arrival patterns for containers with a duration of stay of 3 to 6 days, as well as the number of containers stored in each bay to achieve efficient storage operation. Saurí and Martín [30] proposed a mathematical model based on probability distribution functions to achieve optimal storage
for containers with 3 to 4 day duration of stay, while minimising unnecessary movements. The arrival and departure rates for containers, storage yard characteristics, the probability of containers leaving the terminal and the relationship of that probability to the inter-arrival time were considered during the optimisation process. Kim [18] suggested mathematical equations to solve the container stacking problem which were used to estimate the total number of re-handlings required to pick up all the containers in a bay. This work took into account unknown departure times for containers with a short duration of stay until all the containers were removed without considering additional containers being added. The main variables of the formulation were: the number of containers, the number of rows and the distribution of stacking heights in the bay. Zhang et al. [42] discussed a rolling horizon approach for improving the storage space allocation process. The total number of planning periods in a planning horizon was 18 hours. The main aim of the proposed approach was to minimise both the workload in the storage yard blocks and the total distance required to transport the container between the storage blocks and the vessel berthing location. Ku and Arthanari [21] proposed a stochastic dynamic programming model to calculate the minimum number of expected reshuffles for containers. Relocated containers were given different departure time windows with an assumed duration of stay of only a few days. The model incorporated a search-based algorithm in a tree search space, together with an abstraction heuristic. The heuristic, called the “expected reshufflings index” (ERI), was defined as the expected number of containers that depart earlier than the container being reshuffled to the column. The ERI heuristic chose the column with the lowest ERI as the target column for the reshuffled containers. Between 30%–40% reduction in the average number of reshuffles was achieved by the proposed ERI heuristic compared to the random selection method. The model did not consider the storage of containers based on their actual duration of stay in the yard. Yang et al. [37] developed a Multi-Objective Integer Programming Model (MOIPM) for solving the container Stacking Position Determination Problem (SPDP) when the container duration of stay was a few days.

The objective of the model was to increase the container circulation, reduce unbalanced workloads and reduce the movements of the yard crane. Casey and Kozan [7] developed a mathematical model for a static environment to optimise the storage of containers with a short duration of stay in the yard. The model was developed to minimise both the number of re-handlings and the total job times by keeping the number of containers in a stack as few as possible. See table 1 for the summary of previous work that have been reviewed.

Although the literature above has presented various optimal allocation techniques for containers with unknown departure times, the focus of these techniques was on containers with a short duration of stay. None of them have considered containers with long durations of stay and the use of fuzzy techniques to predict the likely departure and to assess the effect of other factors on the storage and retrieval plans. Hence, this study presents an innovative fuzzy knowledge based optimisation system based on Genetic Algorithm named ‘FKBGA’, which is specially developed for efficient container storage and retrieval operations taking into account a number of realistic factors including the container duration of stay.
Table 1: The summary of previous related works

<table>
<thead>
<tr>
<th>Technique</th>
<th>Author(s)</th>
<th>Container Staying Time Length</th>
</tr>
</thead>
<tbody>
<tr>
<td></td>
<td></td>
<td>Short/Long Run of Container Stay in Yard</td>
</tr>
<tr>
<td>Fuzzy Logic, FKB</td>
<td>[29]</td>
<td>Short</td>
</tr>
<tr>
<td>GA (Genetic Algorithm)</td>
<td>[3]</td>
<td>Short</td>
</tr>
<tr>
<td></td>
<td>[4]</td>
<td>Short</td>
</tr>
<tr>
<td></td>
<td>[5]</td>
<td>Short</td>
</tr>
<tr>
<td>Heuristics</td>
<td>[12]</td>
<td>Short</td>
</tr>
<tr>
<td></td>
<td>[22]</td>
<td>Short</td>
</tr>
<tr>
<td></td>
<td>[26]</td>
<td>Short</td>
</tr>
<tr>
<td></td>
<td>[5]</td>
<td>Short</td>
</tr>
<tr>
<td></td>
<td>[32]</td>
<td>Short</td>
</tr>
<tr>
<td></td>
<td>[27]</td>
<td>Short</td>
</tr>
<tr>
<td></td>
<td>[41]</td>
<td>Short</td>
</tr>
<tr>
<td>FKB Based on GA</td>
<td>[14]</td>
<td>Short</td>
</tr>
<tr>
<td></td>
<td>[23]</td>
<td>Short</td>
</tr>
<tr>
<td>Mathematical Model</td>
<td>[36]</td>
<td>Short</td>
</tr>
<tr>
<td></td>
<td>[10]</td>
<td>Short</td>
</tr>
<tr>
<td></td>
<td>[19]</td>
<td>Short</td>
</tr>
<tr>
<td></td>
<td>[20]</td>
<td>Short</td>
</tr>
<tr>
<td></td>
<td>[30]</td>
<td>Short</td>
</tr>
<tr>
<td></td>
<td>[18]</td>
<td>Short</td>
</tr>
<tr>
<td></td>
<td>[42]</td>
<td>Short</td>
</tr>
<tr>
<td></td>
<td>[21]</td>
<td>Short</td>
</tr>
<tr>
<td>Mathematical Model Based on GA</td>
<td>[37]</td>
<td>Short</td>
</tr>
<tr>
<td>Mathematical Model Based on Heuristic Algorithm</td>
<td>[7]</td>
<td>Short</td>
</tr>
</tbody>
</table>

3. Problem definition

The problem starts when containers of many different types, sizes, and weights brought by a train need to be stacked in a yard on other containers that can stay for long time before depart the yard. If this happens then containers on top need to be moved to access the container to be dispatched. This problem is made more complex when the departure time for the containers is unknown and these containers are allowed to stay for long stay time (maximum one-month period) before a notification is sent to customers. This can happen when customers arrange for the collection of their containers by 3PL companies without any prior notice being given to the yard operators. The 3PL companies send their trucks to the terminals for collection without any advance notice which makes the storage and retrieval operations more challenging. However, most of the yard operators are happy for containers to
stay for long time given that customers should pay a pre-defined daily storage fee as customers do not have enough storage facilities in their depots.

As far as the containers are allowed to stay in the yard for long time, the duration that a container spends in the yard is crucial to be considered as it relates to its departure time, (i.e. the longer time the container spends in the yard the greater is the chance of the container leaving). When the departure time is uncertain, identifying the best stacks in which to store containers, by considering only the duration of stay is a challenging task. This task becomes even more challenging when the topmost containers have been stored for roughly the same time. In this case, further factors including the number of containers per stack will need to be taken into account to optimise the storage operation and subsequently reduce the number of re-handlings. See Fig. 1 for a schematic representation of the problem.

Figure 1: Schematic representation for the layout of a pre-existing container yard

A fuzzy knowledge based optimisation system is proposed to model the fuzzy aspect associated with each of the two storage factors both individually and combined. Then, the optimisation process identifies which fuzzy rules allocated per stack should be selected to achieve the best allocation plan for containers. This contributes in turn to improving the retrieval operation and minimising the total number of re-handlings for containers.

In the next section, the tools and techniques used for modelling the container yard management system are discussed.

4. Development of ‘FKBGA’ - The Fuzzy Knowledge Based on Genetic Algorithm System

The fuzzy knowledge based model is introduced in this section for stack allocation problem of containers where the departure time is unknown. This model is used also for re-handling operation of containers during the retrieval operation. A Genetic Algorithm model is proposed and integrated with the fuzzy knowledge based model for the optimal/near optimal rules selection from a set of fired fuzzy rules for each possible stack in the yard. The term “fired rules” means the rules which are likely to fire (i.e. to a degree greater than 0) when an input is applied to a fuzzy system as in [16].

In order to imitate the events for arrival, storage, retrieval and departure of containers, the Discrete Event Simulation approach is used for this purpose. The conceptual model of the proposed ‘FKBGA’ system is explained below.

4.1. Conceptual Model of the ‘FKBGA’ System

The proposed Fuzzy Knowledge Based on Genetic Algorithm system conceptual model is presented in this section. A number of techniques including Fuzzy Knowledge based Rules and Genetic Algorithms that work together for storage and retrieval operations of containers. For the system conceptual model, see Fig. 2.
The conceptual model starts by interrogating the ‘Container Location Map profile’. This profile includes a UserForm interface and storage and container yard operations. The required inputs are provided by the user using UserForm. In order to generate pre-existing containers, some data is fed from the UserForm to the ‘Pre-existing Containers Profile’. In the ‘Arrival of Container Trains Profile’, the containers which have newly arrived by trains are generated based on information which comes from the UserForm. Regarding the ‘ON/OFF of DoS Profile’, the Duration of Stay of containers is passed to this profile by the ‘Pre-existing Containers Profile’ to activate/deactivate the DoS factor, the concept of the ‘ON/OFF’. Of DoS will be explained in section 4.2.1.1. The information from ‘Arrival of Container Trains Profile’, ‘ON/OFF of DoS Profile’, and ‘Pre-existing Containers Profile’ is fed to the ‘FKB model Profile’. Based on the fired fuzzy rules per stack and container, the ‘FKB model Profile’ calculates the $\alpha_i$ values for the storage and retrieval operation for containers. These rules are fired based on factors and constraints that are considered in the system. These factors are: the number of containers per stack and duration of stay of topmost containers per stack. The constraints are container size, type, and weight (empty or full).

The $\alpha_i$ values calculated either by the ‘FKB’ Model or by the ‘FKBGA’ System are passed to the ‘New Containers Storage Profile’/‘Container Retrieval Profile’. A copy of the fired fuzzy rules is stored in the ‘Fuzzy Fired Rules Profile’, and these rules will be on hold until the storage and retrieval operation of containers by the FKB model are complete. Then the total number of re-handlings of containers is obtained and the stored fuzzy rules in the ‘Fuzzy Fired Rules Profile’ are passed to the ‘Coding of Genes Profile’ to start the optimisation process. The ‘Coding of Genes Profile’ is fed with the population size from the UserForm to generate the initial population randomly (i.e. using randomly selected fuzzy rules). These selected rules are provided to the ‘FKB’ model Profile’ for both storage and retrieval operations to recalculate the $\alpha_i$ values for the stack allocation process. After the storage and retrieval operations are completed by the ‘FKBGA’ system, the total number of re-handlings per chromosome is obtained. For further improvements in the number of re-handlings, the chromosomes with their number of re-handlings are provided to the ‘Sorting and Selecting of Chromosomes Profile’. In this profile, the
chromosomes are sorted in ascending order based on their number of re-handlings. The ‘Sorting and Selecting of Chromosomes Profile’ is fed with GA information (i.e. the probabilities for crossover over and mutation of genes). The selected fuzzy rules (new generation) by the GA are passed to the ‘FKBM Profile’ to recalculate the optimised \( \alpha_i \) values for the storage and retrieval operation for containers. The GA loop continues until the stopping criteria is satisfied, if it is satisfied then the GA loop ends. Then the results for the best chromosome will be generated in the ‘Results Profile’, and the result graphs for the best chromosome will be generated in the ‘Results-Graph profile’. In the next section, the ‘FKBGA’ system components are explained in more detail.

4.2. The ‘FKBGA’ System Components

This section discusses all the components used to develop the proposed ‘FKBGA’ system. The components are explained here to provide a detailed discussion on the techniques used in developing the system. The FKB model together with Genetic Algorithm is used to identify the optimal/near optimal storage and retrieval strategy for containers with an unknown departure time.

In the ‘FKBGA’ system, the FKB model assesses the location to store the incoming container by using fuzzy reasoning taking into account certain factors and constraints, and subsequently assigns an acceptability level of storage value \( (\alpha_i) \) to each stack. The acceptability level of storage \( (\alpha) \) is the output from the model, which is an arbitrary value that reflects the value of the current stack in the decision process. This arbitrary value is defined as the acceptability level of an incoming container to the stack \( i \) \( (\alpha_i) \). For every stack \( i \) available in the container yard, a value \( (\alpha) \) is generated based on the input factors and constraints. The acceptability level allows for the assessment of the most suitable stack location for the incoming container. The stack that has the highest acceptability level value will be allocated to store the new container.

Inputs from the container yard operation are regarded as crisp inputs, which need to be fuzzified using fuzzy sets, represented by their respective membership functions, in order to apply the FKB model. The fuzzy inference component which includes aggregation, will manipulate the given information in fuzzy format according to fuzzy rules. The fuzzy output will then be de-fuzzified using one of the methods [38, 44] to calculate the acceptability level value (i.e. crisp value) of each stack \( (\alpha_i) \), to be used for the allocation of incoming containers. The stack with the highest acceptability level value will then be used for container storage, while simultaneously satisfying all inputs and conditions. Once the container is stored, the system updates the yard information for the next incoming container. After the fuzzy rules have been assigned for all, the storage operation is then optimised using the GA model. This model holds all the fired fuzzy rules for each incoming container for all the possible stacks on which it can be stored, then releases them for the optimisation process. The GA will then temporarily select some of the rules out of all the possible fired fuzzy rules for each stack, providing the selected rules for de-fuzzification to re-calculate the acceptability level values of the stacks \( (\alpha_i) \). The stack that has the highest acceptability level value is the optimal stack and will be allocated to store the incoming container.

The proposed GA model selects the optimal/near optimal fuzzy rules from all the fired rules per stack to achieve the minimum number of container re-handlings. This reflects the learning process of the system to achieve its total number of re-handlings objective.

An ‘ON/OFF’ strategy is used to activate/de-activate the duration of stay factor (i.e. length of stay) for containers, to prevent it being used in the calculation if the value varies significantly over time, this strategy will be explained in section 4.2.1.1. However, the imposed constraints play an important role in the storage process as they are providing the system with crisp sets. If the constraints for either the containers or stacks do not match, the acceptability levels for those stacks will be zero. See Fig. 3 for the ‘FKBGA’ system core components.
In Fig. 3, the container collection operation occurs when a truck arrives for collection and the required container stack has been identified for retrieval. The collection operation is carried out using the FKB model. The container retrieval process initiates the re-handling operation if any container is on top of the required one. In order to re-handle containers during the retrieval operation, the model is applied using the same steps adopted in the storage operation. In the collection operation, containers are retrieved and re-handled to other stacks. These stacks are allocated for the re-handled containers by using the FKB model applying the same steps used in the stack allocation operation for the container storage.

The collection process might happen during the storage process (i.e. the allocation operation). When these two operations are required as the same time, the allocation operation will then be stopped (i.e. terminated) and the retrieval operation will be carried out, because the collection process has priority over the allocation process. Once the collection process is completed, then the allocation process will be resumed.

In what follows, the components of the KKB_GA system will be explained in more detail.

4.2.1 Fuzzy Knowledge Based (FKB) Model for Storage and Retrieval Operations

This Fuzzy Knowledge Based Model consists of a number of stages, including the fuzzification process, fuzzy inference-fuzzy rule implementation and de-fuzzification stage. These stages will be discussed in detail.

The acceptability level of storage (\( \alpha \)) is the output from the model, which is an arbitrary value that reflects the value of the current stack in the decision process. This arbitrary value is defined as the acceptability level of an incoming container to the stack \( i \) (\( \alpha_i \)). For every stack \( i \) available in the container yard, a value \( \alpha \) is generated based on the input factors and constraints which are discussed below. The acceptability level allows for the assessment of the most suitable stack location for the incoming container. The stack that has the highest acceptability level value will be allocated to store the new container. Two types of factors are considered in this model including:

**Factor 1: Number of Containers in the Stack**

The first input (N) considered in this module is the number of containers in stack \( i \) (\( N_i \)). The effect of \( N_i \) on the output (the possibility percentage for container storage) is that the more containers currently in the stack, then a
lower acceptability level for the new incoming container to the stack $i$ ($\alpha_i$) will be obtained. If the truck arrival time for collection of a container is unknown, then the probability for the service time being longer, (i.e. owing to the number of re-handlings that would need to happen for a condensed container stack), would be high. Equally, when the number of containers in a stack is high, the number of re-handlings will be high in that stack. Therefore, input $N_i$ is implemented to consider the number of containers for every stack $i$. It is worth mentioning that number of containers to be picked up (depart) from each stack $i$ in period of time is uncertain and hence, it’s considered as a fuzzy variable.

**Factor 2: Duration of Stay (DoS) of Containers**

The second input ($T$) is the duration of stay of the top most containers in each stack $i$ ($T_i$). The effect of $T_i$ on the output is that the longer the duration of stay of the topmost stored containers in the stack, then a lower acceptability for a new incoming container for the stack $i$ ($\alpha_i$) will be obtained. Based on work discussed by [30], it can be shown that a longer duration of stay correlates directly with a higher probability of departure on the next time unit. It is assumed that as time passes, when a container is not collected, the probability of departing in the future is increased, since the duration of stay of the containers will be updated. If there is no significant difference between the durations of stay of containers, then an ‘ON/OFF’ strategy is introduced in section 4.2.1.1 to deactivate and reactivate this factor as appropriate. However, the duration of stay of the top most containers is considered as a fuzzy variable due to the fact that it relates directly to their locations. These locations are continuously changing in response to the rapid retrieval operations of containers that need to depart at unknown times, and hence there is no deterministic pattern of duration of stay of the top most containers.

**Storage Constraints: Weight, Size and Type of Containers**

In addition to the above, three constraints ($W$, $F$ & $Y$) are considered by the FKB model. These include the difference in weight ($W_i$), size ($F_i$) and type ($Y_i$) between the incoming container and the topmost container in the considered stack $i$. $W_i$ is determined by subtracting the weight of the incoming container from the weight of the container in the topmost location of stack $i$. Similarly, $F_i$ & $Y_i$ is determined by subtracting the size and type of the incoming container from the size and type of the container in the topmost location of stack $i$. In this study, three sizes of containers are included which are 20ft (Small), 30ft (Medium) and 40ft (Large) with different types for each size.

In the FKB model, three stages of operations are performed to identify an appropriate level of container storage, which are described in the following sections.

**The Fuzzification Stage**

Fuzzification is the stage where fuzziness is introduced to the inputs (control variables) and the output (solution variable). Fuzzy sets and related membership functions are assigned to each variable along with linguistic definitions [40] and a triangular “shape” will be used for all the membership functions.

Firstly, the output variable ($\alpha_i$) is assigned a triangular membership function with six linguistic variables. The triangular membership function of the output variable ($\alpha_i$) is defined with six linguistic variables, and there are six fuzzy sets with their respective membership functions as shown in Fig.4a. These fuzzy sets include ‘Very Low’, ‘Low’, ‘Medium Low’, ‘Medium’, ‘Medium High’, and ‘High’.

For the first input variable ($N_i$), there are three linguistic variables with assigned triangular membership functions. The triangular membership function of the output variable ($\alpha_i$) is defined with six linguistic variables, and there are six fuzzy sets with their respective membership functions as shown in Fig.4a. These fuzzy sets include ‘Very Low’, ‘Low’, ‘Medium Low’, ‘Medium’, ‘Medium High’, and ‘High’.

In Fig. 4b, the membership function of input ($N_i$) is presented.

The second input variable considered in this paper is ($T_i$). Fuzzy sets have triangular membership functions, there are three linguistic variables (levels) that are selected for $T_i$; ‘Low’, ‘Medium’ and ‘High’ as shown in Fig. 4c.
The three constraints \( w_i \) and \( F_i \& Y_i \) have only one set called ‘Accept’ or crisp membership functions. The graphical representation of their membership functions are presented in: Fig. 5a for \( W_i \), Fig. 5b for \( F_i \) and Fig. 5c for \( Y_i \). \( W_i \), \( F_i \) and \( Y_i \) have the same membership function.

The Fuzzy Inference- Fuzzy Rules Determination Stage

To define the relationship between the inputs and the output, fuzzy rules have been determined. These rules define the outcome of the interaction of each input variable on the output [39]. For this purpose, the selected input variables \( (N_i, T_i) \) and their interactions are analysed and the rules are determined. A total of 9 different rules are identified with respective levels for each input factor. The rules follow the ‘If-Then’ structure. The rules are decided based on expert opinions, which in this case, are based on the literature, observation and logic regarding the effect each input variable has on the output. In addition, the rules are proposed to reflect the location availability for the incoming container to minimise the number of re-handlings of containers during the retrieval operation. Table 2 provides all the fuzzy rules defined in this study.

<table>
<thead>
<tr>
<th>Rule No.</th>
<th>( N_i )</th>
<th>( T_i )</th>
<th>( \alpha i )</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>L</td>
<td>L</td>
<td>H</td>
</tr>
<tr>
<td>2</td>
<td>L</td>
<td>M</td>
<td>MH</td>
</tr>
<tr>
<td>3</td>
<td>L</td>
<td>H</td>
<td>M</td>
</tr>
<tr>
<td>4</td>
<td>M</td>
<td>L</td>
<td>MH</td>
</tr>
<tr>
<td>5</td>
<td>M</td>
<td>M</td>
<td>M</td>
</tr>
<tr>
<td>6</td>
<td>M</td>
<td>H</td>
<td>MH</td>
</tr>
<tr>
<td>7</td>
<td>H</td>
<td>L</td>
<td>M</td>
</tr>
<tr>
<td>8</td>
<td>H</td>
<td>M</td>
<td>L</td>
</tr>
<tr>
<td>9</td>
<td>H</td>
<td>H</td>
<td>VL</td>
</tr>
</tbody>
</table>

In this stage, an aggregation process is applied. The aggregation includes manipulating the given information in fuzzy format within the defined rules. Upon completing the rules, the aggregation is implemented with the minimum
operator [44]. Eq. (1) is introduced for the proposed approach for container stack allocation. For each rule \( j \), a truncated value \( T_j \) is calculated as follows:

\[
T_j = \min\left\{ \mu(\bar{W})n_1, \mu(\bar{T})t_1, \mu(\bar{w})w_1, \mu(\bar{f})f_1, \mu(\bar{y})y_1 \right\}
\]

(1)

When any or all of constraints \((W_i, F_i, Y_i)\) of a newly arrived or a re-handled container do not match the topmost containers \(W_i, F_i, Y_i\) in each stack, then the acceptability level values of that stacks will be 0. As the aggregation operator is minimum (as stated in equation (1)) in any rule because of the considered constraints, if the degree of membership of a given value for \(W_i, F_i, Y_i\) is computed to be 0, the final output for all \(T_j\) will also be 0.

The De-fuzzification Stage

The de-fuzzification stage involves the operations required to transform the fuzzy output set into a crisp output. There are various methods for de-fuzzification including Centre of Gravity, Mean of Maximum and Centre Average [38, 43]. In this study, the Centroid Method which is a specific implementation of the Centre strategy of Gravity method is selected for the de-fuzzification process due to the fact that it is the most prevalent and physically appealing of all the other methods and the most common method used in most applications.

This strategy finds the centre value \(y_j\) for each rule by using the truncated value reflected on the output fuzzy sets, then the overall centre of gravity is computed. Consider the truncated value \(T_j\) and the output \(\bar{a}\) where the rule defines the outcome to be the level-p. The centre value is given by the equations (2 to 5), as shown in Fig.6 below. Upon finding the corresponding centre values for each of the rules \(j\) \((y_j)\) as defined, the crisp output value defined as \((y^*)\) is computed with the centre of gravity method as shown in equation (6).

\[
y_j = \frac{x_{ja} + x_{jb}}{2}, \quad \text{where;}
\]

(2)

\[
T_j = \frac{x_{ja} - q_1}{q_2 - q_1} = \frac{q_3 - x_{jb}}{q_3 - q_2}, \quad \text{where;}
\]

(3)

\[
x_{ja} = q_1 + T_j(q_2 - q_1) \quad \text{and} \quad x_{jb} = q_3 - T_j(q_3 - q_2)
\]

(4)

\[
\therefore y_j = \frac{x_{ja} + x_{jb}}{2} = \frac{q_1 + q_3 + T_j(2q_2 - q_1 - q_3)}{2}
\]

(5)

\[
y^* = \frac{\sum_{j=1}^{l} y_j T_j}{\sum_{j=1}^{l} T_j}
\]

(6)
Equation (2) is used to find the centre value of the output fuzzy set \((y_j)\) from the boundary values \((x_{ja}, x_{jb})\). Equations (3) and (4) are used to find boundary values \((x_{ja}, x_{jb})\) of the centre value in any rules \(j\). Equation (5) is used to find the centre value \((y_j)\) of any rules \(j\), and equation (6) is used to calculate the acceptability level values of stacks (i.e. crisp outputs).

### 4.2.1.1 The Proposed ‘ON/OFF’ Strategy

As mentioned earlier, the FKB model has three input factors. Based on these factors and other related constraints the acceptability level value of each stack is computed. The stack with the highest acceptability level value is selected/ allocated to store the container.

To provide realistic acceptability level values for the stacks, one of the input factors (i.e. duration of stay) provided to the system changes dynamically over time. This is due to the fact that in the passing of time, the new containers will become pre-existing and the duration of stay for these containers will be updated and each could have a different duration of stay. In addition, the retrieval operation could lead to different durations of stay of the topmost containers in the selected stacks and hence, this factor has to be carefully investigated for a more effective stack allocation decision.

As the duration of stay for containers can vary over time, an ‘ON/OFF’ strategy is proposed to activate/deactivate the duration of stay factor in the system if there is a significant difference in the durations of stay for the topmost containers in all the stacks. See Fig.7 for the ‘ON/OFF’ strategy for the duration of stay factor.

![Figure 7: The ‘ON/OFF’ strategy of duration of stay factor](image)

When the duration of stay factor is activated (i.e. **ON**) to the system as an input, all factors (\(N\) and \(T\)) are used to calculate the acceptability level values for the container storage operation. But when the duration of stay factor is temporarily deactivated (i.e. **OFF**), only one factor (\(N\)) is used to calculate the acceptability level values for the container storage operation (i.e. for stack allocation). A more detailed explanation including verification and validation of this strategy is provided by [1]. The contribution of this paper is to advance the capabilities of the fuzzy knowledge based model developed by [1] for the container allocation problem. This is by proposing a multi-layer genetic algorithm model that will be embedded within the developed fuzzy knowledge based model for further optimisation purposes for storage and retrieval of long stay containers. This optimisation identifies which fuzzy rules allocated per stack should be selected to achieve the best allocation plan for long duration of stay of containers rather than short stay of these containers. This contributes in turn to further improving the retrieval operation and minimising the total number of re-handlings for containers.

The defined fuzzy rules determine how the acceptability level values (i.e. the output) are affected by the combination of different linguistic variables for each input factor. Table 2 identifies 9 fuzzy rules which demonstrate the effect of each input factor on the output. Together with the other factor, when the duration of stay factor is activated (i.e. **ON**), all the rules are used by the fuzzy inference engine to calculate the acceptability level values for each stack, for the container storage operation (i.e. the output). De-activating the duration of stay factor is deactivated (i.e. **OFF**), however only utilises one factor (\(N\)) to calculate the acceptability level values for the stacks.
This reduces the number of the defined fuzzy rules to 3 and the acceptability level values are updated. This is shown in Table 3 below.

Table 3: The reduced fuzzy rules

<table>
<thead>
<tr>
<th>Rule No.</th>
<th>Ni</th>
<th>ai</th>
</tr>
</thead>
<tbody>
<tr>
<td>1</td>
<td>L</td>
<td>H</td>
</tr>
<tr>
<td>2</td>
<td>M</td>
<td>M</td>
</tr>
<tr>
<td>3</td>
<td>H</td>
<td>L</td>
</tr>
</tbody>
</table>

In Table 3, when the duration of stay factor is deactivated (OFF), only 3 rules will be used by the model. In this case only the number of containers factor is used to calculate the acceptability level values for the stacks in the container storage operation.

The linguistic variables for output membership function (i.e. acceptability levels) are updated based on the linguistic variables for the input factor (N) as shown in Fig. 8. In Fig. 8, the output membership function has three linguistic variables including ‘Low’, ‘Medium’, and ‘High’.

In the storage problem being investigated, a set of rules are fired for each possible stack based on its status in terms of input factors and constraints. The GA will then tune the set of fired fuzzy rules per stack, optimising them by selecting only the most effective ones in each set (i.e. those that lead to the minimum number of re-handlings for the containers). Fig 9. shows how the GA selects rules per stack. The GA starts by selecting only the fired rules per stack which are to be included in the calculation of the acceptability level values for stack allocation. The rest of the
rules will be temporarily unselected. The learning process enables the GA to keep selecting continuously the best rules per stack as the total number of re-handlings of containers is reduced. See Fig. 9 for the proposed GA for rules selection per stack.

![Figure 9: The proposed GA for rules selection per stack](image)

In Fig. 9, a number of fuzzy rules from the possible stacks in the yard Fuzzy Rule Base are fired. The selection of some of the rules for each stack is then made by using the GA module. To further explain the mechanism of the GA in rules tuning and selection, consider the 5 fuzzy rules that are fired in stack 1, bay 5. Rules number 2 and 3 are unselected as represented by the white boxes, while rules 1, 4 and 5 are selected as represented by the green boxes. Based on the selected rules 1, 4, and 5, the acceptability level value of storage in stack 1, bay 5 is calculated rather than using all the 1-5 fired rules. From the process of selecting rules per stack for container storage explained above, the fired fuzzy rules for each container and each possible stack can be represented as a three-dimensional vector as shown in Fig. 10a. The fired fuzzy rules for one container for each possible stack allocation can be represented by a uni-layer chromosome as shown in Fig. 10b.

4.3.2 Multi-Layer Genetic Algorithm

In Fig. 10a, there are m numbers of rules fired for each possible L stack to store n containers. This can be arranged in a chromosome structure in the form of a uni-layer chromosome if only one container (C1) is considered as shown in Fig. 10. In Fig. 10b, the fired rules for container C1 with all possible stacks (S1 to SL) are stored in a one-layer chromosome. In the case of more than one container, the fired fuzzy rules of containers, together with all possible stacks (and their fuzzy rules) will be stored in a multiple-layer chromosome as explained in the next section.
In the proposed Multi-Layer GA, an initial population of the selected rules out of each set of rules per stack, is randomly identified. Binary coding was applied on each chromosome layer by coding the selected rules to 1, and 0 for any other temporarily unselected rules. Based on the selected fuzzy rule(s), the acceptability level values for the possible stacks were calculated then a stack was allocated to store the container.
The GA starts by repeating the genetic cycle, manipulating chromosomes, from the initial random population, to generate new offspring chromosomes (i.e. strings). Each chromosome was evaluated based on its fitness function value. At the end of each generation, all fitness function values are sorted into ascending order, those with the minimum number of re-handlings of containers being kept on the top of the selection list for further selection. Crossover and mutation genetic operators are then applied to create the next generation. The steps repeat until the stopping (i.e. termination) condition was satisfied.

4.3.2.1 Multi–Layer Chromosome Structure

The design and structure of a chromosome depends on the problem requirements. In a Multi-Layer chromosome, each layer can be used to represent a set of information. In this chromosome, the content of each gene was represented by a fired fuzzy rule for a specific container and the possible stack(s) in which it can be stored. The number of genes was equal to the number of fired (i.e. used) fuzzy rules for a specific container and possible stacks, and the number of layers was equal to the number of containers. The height dimension for the possible stacks for storing each container was attached with each gene. The fired fuzzy rules were placed in the length dimension (i.e. string) which was a chromosome. This chromosome included a number of genes that represented the fired fuzzy rules for a container for all possible stack(s). The container number was placed in the width dimension; each container being represented in one layer with its fired fuzzy rules and possible stacks.

The multi-layer chromosome structure was proposed to provide more flexibility to deal with such sets of information in order to select fuzzy rule(s) from the fired rules for each container and possible stacks. Fig. 12 shows the proposed Multi-Layer chromosome structure.

The reason behind this multi-layer chromosome structure was to accommodate different sets of information that can be represented in a chromosome structure. For each container and possible stacks, a number of fuzzy rules were fired to store containers. Based on the fired fuzzy rules per container and possible stacks and the related degrees of membership of the input factors, the acceptability levels for the possible stacks were calculated to store the containers. For each container and possible stacks, a number of fuzzy fired rules were stored in the generations of a chromosome. The front (i.e. first) layer of the chromosome represented the first container with its fired fuzzy rules and all the possible stack(s). The second layer of the chromosome represented the second container with its fired fuzzy rules and possible stacks. The number of layers depended on the total number of containers. Each gene of each layer was used to select or not to select rules from the fired fuzzy rules using binary coding. All fired fuzzy rules per container and possible stacks were then stored in multiple layers.
4.3.2.2 The Objective function

The objective function was formulated to evaluate the performance of the developed ‘FKBGA’ system in terms of total number of re-handlings of containers. The total number of re-handlings obtained by executing each chromosome was used to develop the objective function below:

\[
\min \sum_{i=1}^{n} Y_i \tag{7}
\]

Where \( i \) represents the container number, \( n \) is the total number of stored containers in the yard. The variable \( Y_n \) is the number of re-handlings of all \( n \) containers. The formulated objective function guarantees a minimum total number of re-handlings of containers. This total number of re-handlings is the sum of the number of re-handlings to retrieve all containers in the yard.

4.3.2.3 Initial Population of Selected Fuzzy Rules

As a starting point, an initial set of selected rules are required to provide a feasible starting basic solution. After the set of fired fuzzy rules for each container together with the possible stacks were stored, binary coding was applied randomly to select some fuzzy rules and set them to 1 and temporarily unselect the rest and set them to 0. Based on the selected fuzzy rules, the acceptability level values for the stacks were calculated, then, a stack allocated to store each container. The binary coding process avoided generating 0s for all the genes at each layer of the chromosomes.

4.3.2.4 The Selection Method

After the chromosomes were sorted ascendingly based on their fitness values (total number of re-handlings of containers), each pair of chromosomes with minimum fitness function values in the population list were selected to generate further chromosomes (offsprings) using GA operators. This is in case the population size was even. In the case where it was odd, each pair of chromosomes with minimum fitness values were selected for further generations. The last chromosome was coupled with any randomly selected chromosome from the population for further offspring generation. The GA operators are explained in detail below.

4.3.2.5 Multi-Layer Genetic Algorithm Operators

Crossover Operator: The crossover operator for the Genetic Algorithms was based on the exchange of genes between two chromosomes when they were selected. To crossover genes in the chromosome, the genes of each chromosome were coded in binary representation (0, 1) in the Multi-Layer chromosome. This type of representation meant that the genes that were set to 1 were selected genes. The genes that were set to 0 were unselected genes. Each gene in a chromosome represented the fired fuzzy rule number per specific container and possible stacks. Based on the selected genes (i.e. rules), the acceptability level values for stacks to store a container was calculated.

With the crossover operator, the selection of genes to be exchanged depended on the probability of crossover (i.e. a specific percentage). The probability of crossing over genes determined how many genes will be selected for exchanging. If a gene does not contain a fuzzy rule (i.e. the rule of selecting a stack for a container was not fired from the fuzzy rule base), then the crossing over process skips to the next gene. A vertical crossover type was used to swap selected genes of the first selected chromosome in the selected layer with the opposite gene of the second selected chromosome in the same selected layer. The opposite gene means the gene that is selected based on probability of crossover in a chromosome to be exchanged with its opposite gene in another selected chromosome [33]. This crossover operator was used to present the best random exchanging of genes between each pair of chromosomes. See Fig. 13 for an illustration of the crossing-over of two selected chromosomes.
The probability of crossover value decided the number of genes to be exchanged at each chromosome. The crossover was skipped when genes contained no fired rule. This type of crossover operator provided an equal chance for all genes in a layer to be selected for swapping with the opposite chromosomes genes by changing the status of the fuzzy rule stored in a gene from being selected (1) to temporarily unselected (0) and vice versa.

**Mutation Operator:** A mutation operation was applied on new chromosomes that were generated from the crossover operation. This operator changes the status of fuzzy rules being stored in genes of each layer from selected status (1) to temporarily unselected status (0). Based on the probability of mutation, the number of genes was selected randomly. The proposed GA was used to test only unique (i.e. non-repeated) chromosomes. Any repeated chromosomes will be discarded as there is no point to test these chromosomes again. This repetition wastes time and leads to long computations. See Fig. 14 for the mutation operator.

The crossed genes in Fig. 14 are empty genes that do not include fired fuzzy rules. This operator excluded any crossed genes from the mutation operation and considered only genes with fired fuzzy rules. In each chromosome, the equipped genes are randomly selected across all layers with an equal chance to change their status from selected (1) to temporally unselected (0) and vice versa.
5. Case Study, Experiments and Results Analysis

This case study was used to justify the proposed yard management system. It was conducted in collaboration with Maritime Transport – the UK’s leading Container Transport Company. Maritime is one of the UK’s leading multimodal transport and container service specialists, combining road, rail & storage to become an integral element of the supply chain for its customers. This company provides highly effective UK container transport and services. Most of the system inputs were collected from the Maritime Company. This included the container yard dimension in terms of number of rows, bays and tiers. The container yard included a number of pre-existing containers. For each train, the inter-arrival time, number of containers, container attributes (e.g. for each container: the size, type, weight, destination customer, owner company and truck id), and the number of companies were also captured. The number of trucks available at each company was assumed to be between 20 and 30 trucks. In order to test the behaviour of the developed ‘FKBGA’ system, three real life scenarios were considered including a Busy yard with a significant number of pre-existing containers, rush and slow arrival rate of container trains. In these scenarios, the proposed Fuzzy Knowledge Based on Genetic Algorithm (FKBGA) system was used to calculate the total number of re-handlings along with total retrieval time of containers. The impact of embedding the GA in the FKB model was also identified. The ‘ON/OFF’ approach was tested and the promised contribution supported thoroughly by the tests performed by Abbas et al. [1]. The system was coded using Visual Basic for Applications (VBA) in MS Office Excel.

5.1. Busy Yard Scenario

This scenario uses the factor that assumes 80%-90% of the yard was occupied with pre-existing containers. In order to guarantee the best search for solutions in such a busy scenario, the GA parameters were tuned after a number of experiments. Three population sizes are tested against different crossover and mutation probabilities. Each population size consists of a predefined number of chromosomes and each chromosome covers all the yard stacks in terms of their fuzzy rules. As far as a large yard size of 225 stacks is considered in this case study, a maximum of 15 chromosomes is decided as a population size. However, 50 generations are run to explore more promising solutions under these restricted population sizes. The optimal settings of these parameters were population size (i.e. number of chromosomes) equal to 15, the probability of crossing-over genes was 0.90, and the mutating rate of genes was 0.10. The stopping condition was satisfied when the number of generations reached 50. The minimum number of re-handlings achieved was 1353. Fig. 15 demonstrates the current adopted approach by the company ‘Current’, ‘FKB’ and FKBGA results of the ‘busy yard’ scenario.
In Fig. 15, the ‘Current’ approach used by the company resulted in 1822 re-handlings to deliver all its containers, which was higher than the number required by both the ‘FKB’ and ‘FKBGA’. The ‘Current’ approach stored the containers in groups (i.e. containers were grouped by customer) taking into consideration the three storage constraints. The ‘FKB’ approach achieved a significant reduction in re-handlings (i.e. from 1822 to 1686 when compared to the ‘Current’ approach. The reduction in re-handlings between the ‘FKB’ and ‘FKBGA’ (i.e. 1686 to 1353) can be explained by the embedding of the GA because with the ‘FKB’ approach all the fired fuzzy rules including the unnecessary ones were utilised, rather than using only the most influential ones with the ‘FKBGA’ approach that led to the minimum number of re-handlings. For the ‘FKBGA’ an early reduction of the number of re-handlings (i.e. 1402) was obtained from the initial population. This is because the initial population randomly selected promising rules from the fired fuzzy rules. Further reductions of the re-handlings were obtained later at generation numbers 2 and 11 because the best set of GA parameters led to the selection of more effective rules from the previous rules obtained. This led to the investigating of more promising solutions to achieve the required randomness in the search process. A slight reduction in the number of re-handlings was obtained at the 3rd and 5th generations. It can be seen that after the 21st generation, the minimum number of re-handlings was obtained (i.e. 1353 re-handlings). Although repeated chromosomes are not allowed as discussed in section 4.2.2, the total number of re-handlings has not been further improved after a number of generations (22 in this scenario). This is due to the reason that a binary coding mechanism of genes was applied where each gene represents a rule and hence, selection of good genes might be affected by some other activated weak ones, and hence, the resultant outcome of number of re-handlings of all containers might be similar.

The stacks allocated by the system were the best stacks for the container storage operation which yielded the minimum number of re-handlings of containers after the retrieval operation was complete. By running the ‘FKBGA’, the stacks were allocated optimally to store containers which resulted in a minimum number of re-handlings as shown in Fig 16. This also led to reducing the total retrieval times of containers, see Fig. 16.
In Fig. 16, when the ‘FKBGA’ approach is compared with the ‘FKB’ approach, the total retrieval time of containers was reduced by 18.6%. The number of re-handlings obtained by using the ‘FKB_ GA’ was the lowest when compared with the other 2 approaches, and hence, this led to the reduction of the total retrieval time. By comparing the ‘FKB_ GA’ approach with the ‘Current’ approach, the total retrieval time of containers was decreased by 19.4%. The total number of re-handlings using the ‘Current’ approach was the highest when compared with the other approaches, that is why the reduction of the total retrieval time was high when the ‘FKBGA’ was applied.

5.2. Rush arrival rate of container trains scenario

The rush scenario assumes the inter-arrival time of container trains is small, so the number of arrival trains will be large. In this scenario, the inter-arrival time between trains is 6 hours and 4 trains arrive each day with 30 to 60 of containers on each. This scenario was tested under busy yard condition. Fig.17 demonstrates the GA results of the rush arrival rate of container trains scenario.

In Fig. 17, the ‘FKBGA’ system obtained the lowest number of re-handlings of containers (3092 re-handlings) under busy yard scenario when compared with the ‘Current’ approach. In the rush arrival rate of trains scenario, the ‘FKBGA’ system reduced the number of re-handlings from 3131 to 3092, this is because the GA optimisation has selected the best rules out of the fired fuzzy rules in each stack which led to the allocation of containers to stacks. A reduction in the number of re-handlings was obtained at the 4th generation, and then another reduction was achieved at the 8th generation (26 re-handlings).

After the retrieval operation was complete, the total retrieval time of containers in hours was obtained as shown in Fig.18.
In Fig.18, the lowest retrieval time for containers were obtained by running the ‘FKBGA’ system (i.e. 1388.75 hours) when compared with the ‘Current’ approach. As discussed in Fig.17, the total number of re-handlings was the lowest by running the ‘FKBGA’ approach which led to the lowest total retrieval time of containers as well.

5.3. Slow Arrival rate of Container Trains Scenario

In this scenario, the inter-arrival time of trains was high which led to the arrival a small number of container trains. The inter-arrival time of trains was assumed to be 24 hours in this scenario, representing one train per day with 30 to 60 containers on each train. The busy yard condition was used to test the slow arrival rate of container trains scenario. Fig.19 shows the GA results of this scenario.

The number of re-handlings for the slow arrival rate of trains scenario in the initial population was 1131 re-handlings by running the ‘FKBGA’ system as shown in Fig.19. After applying the GA operators, a reduction were obtained in the number of re-handlings were 1124 re-handlings at the 3rd generation. Then a slight reduction to 1120 re-handlings was achieved at the 4th generation. After the 9th generation, the minimum number of re-handlings achieved by the ‘FKBGA’ system in this scenario was 1115 re-handlings when compared with the ‘Current’ approach. The reduction in the number of re-handlings was obtained because the GA had activated the strong fuzzy rules from the fired ones which resulted in the allocation of the best stacks for the container storage operation. See Fig. 20 for the total retrieval time of containers in the slow arrival rate of container trains scenario.

In Fig. 20, the ‘Current’ approach resulted in a higher total retrieval time of containers than the ‘FKBGA’ system. The higher number of re-handlings was achieved by applying the ‘Current’ approach as discussed in Fig.19 which led to the highest total retrieval time of containers as well.
6. Comparison with Other Approaches

In addition to the previous comparison made in section 5, other popular stack allocation approaches were selected to support the superiority of the proposed ‘FKBGA’ approach. The comparison was conducted under ‘busy yard’ scenario. This scenario was then investigated using different storage-retrieval approaches including: the Fuzzy Knowledge-Based GA approach (FKBGA), the Constrained-Probabilistic Stack Allocation (CPSA) approach, and the Constrained-Neighbourhood Stack Allocation (CNSA) approach. The proposed ‘FKBGA’ can also be applied in the retrieval operation by taking into consideration the aforementioned storage factors and constraints while searching for a proper stack for container storage. By using the ‘CPSA’ approach a container can be allocated to any possible stack given the satisfaction of the aforementioned storage constraints. The ‘CNSA’ approach was used here only in the retrieval operation. This approach searched for the closest stack possible to the original stack that complies with the constraints of the container (Ji et al. 2015). In the ‘CNSA’ approach; places of storage (i.e. stacks) have the same chances/probabilities of selection for a container providing the storage constraints are satisfied. In the retrieval operation, a container can be moved and stored at any possible storage place/stack providing the storage constraints are satisfied. Fig. 21 shows the comparison of the total number of re-handlings obtained under the busy yard scenario.

![Figure 21: Comparison between total numbers of re-handlings obtained by using different approaches](image)

In Fig. 21, it can be seen that the ‘FKBGA’ achieved a considerable reduction in the number of re-handlings by allocating the best stacks for the container storage operation. This was due to the fact that the GA played a vital role in selecting the optimal/near optimal fuzzy rules that contributed to the best stack allocation decision. The ‘CNSA’ approach also led to a 7% higher number of re-handlings (2803) when compared with the ‘CPSA’ approach.

7. Conclusion and future work

A new approach for solving the problem for the management of the container yard was presented. A fuzzy knowledge based optimisation system for solving stack allocation problems for containers that are allowed to stay in the yard for long time with an unknown departure time was developed. A detailed conceptual model was presented to handle the complexity of the problem. The developed system dealt successfully with other influential factors such as the duration of stay, together with other real-life constraints in order to optimise storage-retrieval operations of long stay containers in the yard. The combination of the FKB approach with GA achieved an optimal/near optimal stack allocation for long stay container storage operation in the yard. The concept of using GA for solving this type of storage problems provided flexibility when dealing with large sets of information as well as the capability to select the most promising fuzzy rules out of a set of fired fuzzy rules per container and possible stack. The best stack was allocated for an incoming container that stayed long in the yard based on the selected fuzzy rules. In addition, a multi-layer chromosome design that can be used to deal with a large set of information was proposed along with other modified GA
operators. The proposed GA chromosome structure enabled the use of a more organised set of information than the traditional multi-layer GA chromosomes structure which could be seen as a contribution to the industry. For the selected busy yard scenario, the proposed ‘FKBGA’ resulted in a 25.7% reduction in the total number of re-handlings when compared to the ‘Current’ approach used by the company. In the rush arrival rate of container trains, the ‘FKBGA’ reduced the total number of re-handlings for containers was reduced by 15.4% when compared with the ‘Current’ approach. When the slow arrival rate of trains scenario was considered, the total number of containers was reduced by 24.5%. In general, it can be concluded that the Fuzzy Knowledge Based on Genetic Algorithm (‘FKBGA’) system shows the most beneficial improvements in the slow arrival rate of trains scenario. The proposed ‘FKBGA’ outperformed the Constrained Probabilistic Stack Allocation ‘CPSA’ and Constrained Probabilistic Stack Allocation ‘CNSA’ achieving the minimum number of re-handlings.

As a further development of this research work, additional factors and real-life constraints could be defined in the stack allocation system for the container storage operation, especially if they have a significant effect on the overall system performance. The duration of stay for all containers stored is a stack can be considered as one of the influential factors that affect the process for the allocation of containers to stacks, and hence more features could be added to the current FKBGA system to handle other factors affecting the allocation of containers. The environmental impact of CO2 produced when using reach stackers to allocate/retrieve containers in/from the storage yard when allocating incoming containers to each tier of stacks, could also be taken into consideration.
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